**UNIT IV: COMPOUND DATA**

**LISTS, TUPLES, DICTIONARIES**

Lists, list operations, list slices, list methods, list loop, mutability, aliasing, cloning lists, list parameters; Tuples, tuple assignment, tuple as return value; Dictionaries: operations and methods; advanced list processing - list comprehension, Illustrative programs: selection sort, insertion sort, merge sort, quick sort.

**Objective:**

To use Python data structures –- lists, tuples, dictionaries

**Outcome:**

Represent compound data using Python lists, tuples, dictionaries

**4 COMPOUND DATA**

Primitive data types are basic data types such as int, bool and float. Compound data is any data type which is constructed using primitive data types and other compound data types. Python offers different compound data types (sequences) such as lists, tuples and dictionaries.

**4.1 LISTS**

List is the collection (bag) of objects. We extensively use list to store and manipulate data in everyday computing.

**Examples**

1. List of web pages matching the keyword (google)
2. List of friends (facebook)
3. List of products prices (amazon)
4. List of tasks to do
5. List of grocery items to be purchased
6. List of students enrolled in a class

The objects in the list can be of same type or of different types.

>>> grocery = ['bread', 'butter', 'milk']

>>> absentees = [3, 14, 24, 35, 37, 41]

>>> movie\_review = ['enthiran', {'5-rating':344, '4-rating': 28, '3-rating':0}]

>>> my\_friends = ['akil', 'kapil', 'dhoni']

>>> my\_favorite\_menu = ['idli','dhosa','pongal']

Lists may be constructed in several ways:

* Using a pair of square brackets to denote the empty list: []
* Using square brackets, separating items with commas: [a], [a, b, c]
* Using a list comprehension: [x for x in iterable]
* Using the type constructor: list() or list(iterable)

**4.1.1 LIST OPERATIONS**

**repeat (\*)**

>>> mylist = [1, True, 'python']

>>> mylist \* 2

[1, True, 'python',1, True, 'python']

**concatenate (+)**

>>> part1 = ['python','is']

>>> part2 = ['all', 'purpose', 'language']

>>> part1 + part2

['python','is','all', 'purpose', 'language']

**empty list**

>>> a = []

>>> not a

True

**index**

>>> mylist = [12, 48, 12, 72, 34, 21]

>>> mylist[1]

48

>>> mylist[0]

12

**Exercises**

1. What is the output?

>>> a = 10

>>> mylist = [a]\*5

>>> mylist[3]

1. What is the output?

>>> mylist1 = ['In', 'python']

>>> mylist2 = ['explicit','is','better']

>>> mylist = mylist1 + mylist2

>>> mylist += ['than','implicit']

>>> mylist

**4.1.2 LIST SLICES**

We can select the specific subset from the list using slicing. We can either use a positive index (forward) or negative index(reverse) to refer the particular element or slice in the list.

| **Forward index** | **0** | **1** | **2** | **3** | **4** | **5** |
| --- | --- | --- | --- | --- | --- | --- |
| mylist | 12 | 48 | 12 | 72 | 34 | 21 |
| Reverse index | -6 | -5 | -4 | -3 | -2 | -1 |

**Example**

>>> mylist = [12, 48, 12, 72, 34, 21]

>>> mylist

[12, 48, 12, 72, 34, 21]

>>> mylist[2]

12

>>> mylist[-2]

34

>>> mylist[3]

72

List may be sliced into part, from start till end.

mylist[start:end:step]

The elements are picked in steps from start. If step is not mentioned, it is taken as 1 as default. The element at end is not included.

**Example**

>>>mylist = [12, 48, 12, 72, 34, 21]

>>> mylist[1:3]

[48, 12]

>>> mylist[2:-2]

[12, 72]

>>> mylist[0:3]

[12, 48, 12]

>>> mylist[:3]

[12, 48, 12]

>>> mylist[3:]

[72, 34, 21]

# Elements at odd indices

>>> mylist[::2]

[12, 12, 34]

# In reverse order

>>> mylist[::-1]

[21, 34, 72, 12, 48, 12]

>>> mylist[::-2]

[21, 72, 48]

**4.1.3 LIST METHODS**

**count(x)**

return the number of times x appears in the list.

>>> mylist = [12, 12, 34, 34, 34]

>>> mylist.count(34)

3

**index(x)**

return: the index of first occurence of x

>>> mylist.index(34)

2

**insert(index,x)**

insert an item at a given position(index).

>>> mylist.index(3,34)

# insert 34 at 3

list.append(x) Add an item to the end of the list; equivalent to a[len(a):] = [x].

list.extend(L) Extend the list by appending all the items in the given list; equivalent to a[len(a):] = L.

list.remove(x) Remove the first item from the list whose value is x.

list.pop([i]) Remove the item at the given position in the list, and return it.

list.sort() Sort the items of the list in place

list.reverse() Reverse the elements of the list, in place.

Associated methods and attributes of a list may be viewed with dir(mylist).

Exercises:

1. What is the error?

>>> mylist = [12, 48, 34, 72, 56]

>>> mylist.pop(2)

>>> mylist.append(mylist.index(34))

1. What is the output?

>>> mylist = [12, 48, 34, 72, 56]

>>> mylist.remove(34)

>>> mylist.insert(2,2)

>>> mylist.sort()

>>> mylist.reverse()

>>> mylist.append(mylist.count(2))

>>> mylist

**4.1.4 LIST LOOP**

List is the collection of iterable items. Using for loop, you can process each element in the list.

**Example**

Find the maximum number in the list

def get\_maxnumber(numbers):

maxval = None

for element in numbers:

if not maxval or element > maxval:

maxval = element

return maxval

# test

mylist = [1, 5, 67, 34, 128]

print(get\_maxnumber(mylist))

**Exercise**

1. Find the sum of N numbers (using List)
2. Create list with the following pattern for the input num:

Example:

num = 4 mylist = [4, 8, 12, 16, 12, 8, 4]

num = 3 mylist = [ 3, 6, 9, 6, 3]

1. Create list with the following pattern for the input num:

Example

num = 4 mylist = [1, 2, 3, 5, 6, 7, 9, 10, 11, 13, 14, 15]

num = 3 mylist = [1, 2, 4, 5, 7, 8]

1. Write a function to find the factorial of ‘n’?
2. Find the sum of ‘n’ terms of the series

f = 0! + 1! + 2! + … + n! (n >= 0)

1. Find whether n is the factorial number

**4.1.6 Aliasing**

If an object is referred by more than one variable name, it is aliased.

>>> a = [1, 2, 3]

>>> b = a

>>> id(a), id(b)

(140143212216136, 140143212216136)

[![aliasing example](data:image/jpeg;base64,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)](https://github.com/ashok-cs/PSP/raw/master/img/aliasing.jpg)

As list is mutable, a change by one reference is reflected in other reference, as both refer to the same list object.

>>> b[1] = 100

>>> a

[1, 100, 3]

**Exercise**

What is the output?

>>> a = [12,'python',True]

>>> b = a

>>> b[2] = False

>>> id(a) == id(b)

**4.1.7 Cloning Lists**

**L.copy()**

create a shallow copy of L

>>> a = [2,3,4,[5,6]]

>>> b = a.copy()

>>> b[3][1] = 8

>>> a

[2, 3, 4, [5, 8]]

>>> id(b[3]),id(a[3])

(140522783809160, 140522783809160)

**deepcopy**

In shallow copy, the nested sublists are not cloned (same id). In deep copy, they are cloned (different id).

>>> from copy import deepcopy

>>> a = [2,3,4,[5,6]]

>>> b = deepcopy(a)

>>> b[3][1] = 8

>>> a

[2, 3, 4, [5, 6]]

>>> id(b[3]),id(a[3])

(140522755061704, 140522783746376)

**Exercise**

1. Modify the program to get the desired output

>>> old\_stock = [['item1',23],['item2',34],['item3',45]]

>>> new\_stock = old\_stock.copy()

# Add 10 to each item

>>> for i in range(3):

new\_stock[i][1] += 10

# old\_stock should not be changed

**4.1.8 List parameters**

When the list is passed to a function as parameter, the parameter refers to the same object. Hence any change in the function gets reflected in the calling stack as well.

**Example**

def fun(mylist):

mylist[2] = 'python'

del mylist[3:]

# Test

olist=[1,2,3,4,5,6,7]

print("before calling:",olist)

fun(olist)

print("after calling:",olist)

ouput:

before calling: [1, 2, 3, 4, 5, 6, 7]

after calling: [1, 2, 'python']

Write the function ‘chop’ that takes a list, modifies it by removing the first and last elements and returns None.

>>> def chop(arglist):

del arglist[0]

del arglist[-1]

>>> mylist = [1, 2, 3, 4, 5, 6, 7, 8]

>>> chop(mylist)

>>> mylist

[2, 3, 4, 5, 6, 7]

**Exercise**

1. Write a function cat\_num which takes a list, say, [1,2,3,4,5] and modifies to [11,22,33,44,55] (concatenates each element itself) and returns None.

**4.2 Tuples**

List is the mutable sequence (append, remove, insert, pop, reverse, sort, extend and copy methods modify the list). Tuple is the immutable sequence. Only common methods for tuple and list are index() and count().

**4.2.1 Tuple Assignment**

Multiple variables can be assigned using tuple assignment (tuple unpacking). Parentheses are optional.

>>> (a,b,c) = (12,34,48)

>>> a

12

>>> a,b,c

(12, 34, 48)

**Exercise**

1. What is the output

>>> a,b,c = 10, 00, 000

>>> (a, b, c)\*2

>>> a,b,c

**4.2.2 Tuple as return value**

Mutiple variables can be returned from the function using tuple. Parantheses are optional.

>>> def myswap(num1, num2):

return (num2, num1)

>>> a,b = 12,34

>>> a,b = myswap(a,b)

>>> a,b

(34, 12)

**Exercise**

1. Write the function quotient\_reminder to return quotient and reminder of a/b

**4.3 Dictionaries**

Lists and tuples are ordered sequence. The elements are accessed using index. Dictionary is the unordered sequence. The elements are accessed using key.

>>> days = {'jan':31, 'feb':28, 'mar':31}

>>> days['jan']

31

**4.3.1 Operations and methods**

In dictionaries, the elements are stored as “key-value” pair. keys() return all the keys in the dictionary. values() return all the values in the dictionary. All the items are iterable in dictionary.

>>> for mon in days:

days[mon]

31

28

31

**Example**

Find the number of donors – blood group wise.

def blood\_donors(dataset):

# empty dictionary

donors = {}

for blood\_group in dataset:

if blood\_group in donors:

donors[blood\_group] += 1

else:

donors[blood\_group] = 1

return donors

#global frame

dataset = [ 'O+', 'B+', 'B-', 'O-', 'O+',

'B+', 'B+', 'O+', 'O+']

print(blood\_donors(dataset))

**Output**

{'B+': 3, 'O+': 4, 'O-': 1, 'B-': 1}

**Exercise**

1. Write the function letters\_freq to find the frequency of letters in a string. Return the result as the dictionary.
2. Find the capital for the given country from the imported dictionary capital

from country import capital

def find\_capital(country):

# your code

1. Find the country for the given capital.

from country import capital

def find\_country(capital):

# your code

1. Find the countries for the given capitals.

from country import capital

def find\_countries(capitals):

# your code

Example: input = [‘New Delhi’,’Washington DC’] output = [‘India’,’US’]

**4.4 Advanced List Processing**

**4.4.1 List Comprehension**

List comprehension is the pythonic way (one liner) to write the list loop.

**Example**

Find the sum of odd numbers in the list.

>>> mylist = [1, 2, 3, 4, 5, 6, 7, 8]

>>> sumval = 0

>>> for element in mylist:

if element % 2 != 0:

sumval += element

>>> sumval

16

>>> 1+3+5+7

16

This can be written in one line using list comprehension.

>>> sumval = sum([d for d in mylist if d % 2 != 0])

>>> sumval

16

Find the pass percentage

>>> marks = [ 84, 65, 59, 45, 34, 12, 98, 29]

>>> pass\_count = len([d for d in marks if d>=50])

>>> total = len(marks)

>>> pass\_count/total

0.5

Example: Remove duplicates from the list (using dictionary)

>>> mylist = [12, 12, 34, 12, 34, 12]

>>> mylist = list({d:1 for d in mylist})

>>> mylist

[12, 34]

>>>

**4.5 Illustrative Programs**

**4.5.1 Selection sort**

**Exercises**

1. Assume that first number in the list is minimum. Exchange, if first> second Example

input = [12,3,15,7,23] output = [3,12,15,7,23]

1. Assume that first element in the list is minimum. Compare it with every other element. Exchange if it is greater. (index selected = 0)

### Example

[12,23,15,7,3] As 12<23, don’t exchange.

[12,23,15,7,3] As 12<15, don’t exchange.

[12,23,15,7,3] As 12>7, exchange

[7,23,15,12,3] As 7>3, exchange

[3,23,15,12,7] Stop.

1. Now, the first element is the minimum. Now, bring the next minimum value in the list as the second element. (index selected = 1)

### Example

[3,23,15,12,7] As 23>15, exchange

[3,15,23,12,7] As 15>12, exchange

[3,12,23,15,7] As 12>7, exchange

[3,7,23,15,12] stop

If we continue to place the subsequent minimum values, we get the sorted list.

| **selected index (outer loop)** | **numbers** |
| --- | --- |
| Before sorting | 12 3 45 17 15 |
| 0 | 3 12 45 17 15 |
| 1 | 3 12 45 17 15 |
| 2 | 3 12 15 45 17 |
| 3 | 3 12 15 17 45 |

Selected index: 2 sorted in steps

| **After inner iteration (j)** | **numbers** |
| --- | --- |
| before sorting | 3 12 45 17 15 |
| 3 | 3 12 17 45 15 |
| 4 | 3 12 15 45 17 |

**Algorithm**

1. Select an index (i) successively from 0 to len(numbers)-2
2. Compare numbers[i] with each element in the remaining list
3. Swap numbers[i] with the element whenever numbers[i] is larger

**Pseudocode**

selection\_sort(numbers):

N=len(numbers)

for index in range(N-1):

for j in range(index+1,N):

If numbers[index] > numbers[j]:

swap (numbers[index], numbers[j])

**Implementation**

def selection\_sort(numbers):

N = len(numbers)

for index in range(N-1):

for j in range(index+1,N):

if numbers[index] > numbers[j]:

numbers[index], numbers[j] = numbers[j], numbers[index]

print("Selected index:",index, numbers)

#Test

mylist=[12,3,45,17,15]

print("Before sorting:",mylist)

selection\_sort(mylist)

print("After sorting:",mylist)

**Output**

Before sorting: [12, 3, 45, 17, 15]

Selected index: 0 [3, 12, 45, 17, 15]

Selected index: 1 [3, 12, 45, 17, 15]

Selected index: 2 [3, 12, 15, 45, 17]

Selected index: 3 [3, 12, 15, 17, 45]

After sorting: [3, 12, 15, 17, 45]

**4.5.2 Insertion sort**

**Exercises**

1. Consider the second element in the list num. Insert at index 0, if element < first. hint: use insert()
2. Remove element if it is inserted. hint: use pop() or remove
3. Now num[0:1] is in sorted order. Now, consider the third element in the list (num[2]). Compare with first two elements. Insert at 0, if element is less than first. Insert at 1, if element is less than second. Remove num[2], if it is inserted.

Subsequently, the list num gets sorted.

| **i** | **position to be inserted** | **num** |
| --- | --- | --- |
| 1 | 0 | 12 3 45 17 15 |
| 2 | 2 | 3 12 45 17 15 |
| 3 | 2 | 3 12 45 17 15 |
| 4 | 2 | 3 12 17 45 15 |
| sorted | 3 12 15 17 45 |  |

**Pseudocode**

insertion\_sort(num):

for i in range(1,len(num)):

element = num[i]

inserted = False

for j in range(i):

if element < num[j]

insert element at j

and break loop

if inserted:

remove element from i

**Implementation**

def insertion\_sort(num):

for i in range(1,len(num)):

element = num[i]

for j in range(i):

if element < num[j]:

print(num,"insert",element,"at",j)

num.insert(j,element)

num.pop(i+1)

break

#Test

mylist = [12,3,45,72,15]

insertion\_sort(mylist)

print(mylist)

**Pseudocode (v2)**

insertion\_sort(num):

for i in range(1,len(num)):

element=num[i]

j=i

while j > 0 and num[j-1] > element:

num[j]= num[j-1]

num[j]= element

Implementation (v2)

def insertion\_sort(num):

for i in range(1,len(num)):

element = num[i]

for j in range(i):

if element < num[j]:

print(num,"insert",element,"at",j)

num.insert(j,element)

num.pop(i+1)

break

# Test

mylist = [12,3,45,17,15]

insertion\_sort(mylist)

print(mylist)

Output

[12, 3, 45, 17, 15] insert 3 at 0

[3, 12, 45, 17, 15] insert 17 at 2

[3, 12, 17, 45, 15] insert 15 at 2

[3, 12, 15, 17, 45]

**4.5.3 Merge sort**

It is divide recursively and conquer approach.

**Exercise**

1. Consider left and right lists of size 1. Merge them in a sorted order. Example:

left = [12] right = [3]

merged = [3,12]

1. Now consider the two sorted lists of unspecified size. Merge them in a sorted order. Example:

left = [12,45] right = [3,17]

merged = [3,12,17,45]

1. Divide the list num into left and right halves.
2. Recursively divide, till the partition size is 1 Example:

num = [12,3,45,17,15]

left = [12,3]

left = [12]

right = [3]

right = [45, 17, 15]

left = [45]

right = [17,15]

left = [17]

right = [15]

**Algorithm**

1. Divide the list recursively to left and right halves, till the partition size is 1
2. Merge the left and right halves in the sorted order

**Algorithm for merge**

1. Remove the minimum of two lists left and right and add it to the merged list till left or right becomes empty.
2. Append the remaining elements of left and right to merged list

Note: Both left and right are in sorted order, before merging.

Pseudo code

merge\_sort(num)

return divide(num)

divide(num)

if num is empty or len(num) is 1:

return num

mid = len(num)/2

left = divide(num[:mid])

right = divide(num[mid:])

merge(left,right)

merge(left,right)

merged\_list = [ ]

while left and right are not empty:

if left[0] < right[0]:

Pop left[0] and add it to merged\_list

else:

Pop right[0] and add it to merged\_list

Append remaining left and right to merged\_list

**Implementation**

def merge\_sort(num):

return divide(num)

def divide(num):

print(num)

if not num or len(num) == 1:

return num

else:

mid = len(num)//2

print("divide left:", end=' ')

left = divide(num[:mid])

print("divide right:", end=' ')

right = divide(num[mid:])

return merge(left,right)

def merge(left, right):

merged\_list = []

print("merging:",left,right,end=' ')

while left and right:

if left[0] < right[0]:

merged\_list += [left.pop(0)]

else:

merged\_list += [right.pop(0)]

merged\_list += left

merged\_list += right

print("merged:",merged\_list)

return merged\_list

# Test

mylist=[12,3,45,17,15]

print("Before sorting:",mylist)

mylist = merge\_sort(mylist)

print("After sorting:",mylist)

**Output**

Before sorting: [12, 3, 45, 17, 15]

[12, 3, 45, 17, 15]

divide left: [12, 3]

divide left: [12]

divide right: [3]

merging: [12] [3] merged: [3, 12]

divide right: [45, 17, 15]

divide left: [45]

divide right: [17, 15]

divide left: [17]

divide right: [15]

merging: [17] [15] merged: [15, 17]

merging: [45] [15, 17] merged: [15, 17, 45]

merging: [3, 12] [15, 17, 45] merged: [3, 12, 15, 17, 45]

After sorting: [3, 12, 15, 17, 45]

**4.5.4 Quick Sort**

**Exercises**

1. Select last element of the list num as pivot.
2. Find from the front, which element is larger than or equal to pivot (num[front]) Find from the rear next to pivot, which element is smaller than pivot (num[rear]) Swap num[front] and num[rear] if front < rear
3. Repeat step 2 till front <= rear
4. Now the first half of num holds values smaller than pivot. Second half of num excluding pivot holds vlaues larger than pivot. Now, front points to the start of the larger partition. Swap pivot and num[front]. to bring pivot to the middle. Example num = [12,3,17,45,15,12]

**Algorithm**

1. Pick last element as a pivot from the num list
2. Divide num into small and large partitions which contain elements smaller or larger than pivot
3. Recursively divide till partition size becomes 1

**Pseudocode**

Qsort(num,firt,last):

pivot=last

front=first

rear=last-1

while front < rear:

increment front till num[front]< pivot

decrement rear till num[rear] >= pivot

if front <rear:

swap num[front],num[rear]

else:

break

swap num[front],pivot

Qsort(num,first, front-1) # partition small recursively

Qsort(num,front+1,last) # partition large recursively

**Implementation**

def quick\_sort(num):

if len(num)<=1:

return

Qsort(num,0,len(num)-1)

def Qsort(num,first,last):

print(num[first:last+1])

if first >= last:

return

pivot=last

front=first

rear=last-1

print("pivot=",num[pivot])

while front <= rear:

while num[front] < num[pivot] and front <= last:

front += 1

while num[rear] >= num[pivot] and rear >= first:

rear -= 1

if front < rear :

num[front],num[rear] = num[rear],num[front]

else:

break

num[front],num[pivot] = num[pivot],num[front]

if first <= front-1:

print("partition small", end=' ')

Qsort(num,first, front-1)

if front+1 <= last:

print("partition large", end=' ')

Qsort(num,front+1,last)

# Test

num=[12,3,17,45,15,12]

quick\_sort(num)

print(num)

Output

[12, 3, 17, 45, 15, 12]

pivot= 12

partition small [3]

partition large [17, 45, 15, 12]

pivot= 12

partition large [45, 15, 17]

pivot= 17

partition small [15]

partition large [45]

[3, 12, 12, 15, 17, 45]